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FIG. 4A
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FIG. 4B
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1
LOOK-BASED SELECTION FOR
RENDERING A COMPUTER-GENERATED
ANIMATION

BACKGROUND

1. Field

The present disclosure relates to computer-generated ani-
mation and, more specifically, to rendering an image of a
computer-generated scene using a dependency graph.

2. Related Art

A computer-generated animation image can be created by
rendering one or more computer-generated objects to depicta
scene in the image. Light sources, materials, textures, and
other visual effects can be associated with the computer-
generated objects to create a realistic visual appearance for
the animation image. A dependency graph can be used to
define the relationships between assets (which represent the
computer-generated objects) and a variety of visual effects as
part of the rendering process. The dependency graph typically
includes one or more interconnected nodes associating the
assets with one or more visual effects, where a node wire can
pass the assets and visual effects from node-to-node for pro-
cessing. The output of the dependency graph can be used to
create a rendered image of the scene.

In a typical computer-animation scenario, a computer-gen-
erated object is an animated character or object that can be
posed or placed in the scene. Multiple visual effects are
applied to the character or object to define a lighting configu-
ration for the scene, which gives the character or object a
more realistic appearance. In some cases, there are different
visual representations that are used depict the character or
object. For example, an animated character may change
clothing, hair styles, or other visual appearances as dictated
by the animator or director. Traditionally, the different visual
appearances are treated as separate computer-generated
objects and, therefore, the visual effects must be reapplied for
every change. This results in redundant lighting setups and
may increase the difficulty in maintaining consistent lighting
conditions for multiple visual appearances of the animated
character.

It is therefore desirable to create a system that applies the
same visual effects or lighting conditions to a different visual
appearance of the same animated character without the draw-
backs mentioned above.

SUMMARY

One exemplary embodiment includes a computer-imple-
mented method for computing a rendered image of a com-
puter-generated object in a computer-generated scene. A
dependency graph is accessed. The dependency graph com-
prises a plurality of interconnected nodes, wherein one of the
interconnected nodes includes a look-selector node. An asset
is accessed at an input of the look-selector node. The asset
includes a plurality of looks for the computer-generated
object, each look of the plurality of looks corresponding to a
different visual appearance of the computer-generated object.
An active look is selected from the plurality of looks, at the
look-selector node. The active look is passed to a next node of
the dependency graph. The rendered image of the computer-
generated object is computed, the computer-generated object
having a visual appearance that corresponds to the active
look.

In some embodiments, the selected look includes unique
surface geometry that is not included in the other looks of the
plurality of looks. In some cases, the selected look includes
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unique surface shading detail that is not included in the other
looks of the plurality of looks.

In some embodiments, one or more nodes of the plurality
of'nodes assigns a visual effect to the asset. In some cases, the
visual effect is a virtual light source. In some embodiments, a
visual effect is assigned to the asset at an upstream node that
precedes the look-selector node in the dependency graph,
wherein the visual effect is assigned to each look of the
plurality of looks ofthe asset. In some embodiments, a visual
effect is assigned to the asset at a downstream node that
follows the look-selector node in the dependency graph,
wherein the visual effect is assigned only to the active look of
the plurality of looks of the asset.

In some embodiments, the next node is a render node and
the render node is used to compute the rendered image of the
computer-generated scene. In some embodiments, the depen-
dency graph includes two or more look-selector nodes, each
look-selector node passing a different active look to a respec-
tive render node that is downstream from the look-selector
node in the dependency graph.

BRIEF DESCRIPTION OF THE FIGURES

The patent or application file contains at least one drawing
executed in color. Copies of this patent or patent application
publication with color drawing(s) will be provided by the
Office upon request and payment of the necessary fee.

The present application can be best understood by refer-
ence to the following description taken in conjunction with
the accompanying drawing figures, in which like parts may be
referred to by like numerals.

FIG. 1 depicts a set of computer-generated objects associ-
ated with a scene.

FIG. 2 depicts a set of computer-generated objects associ-
ated with a scene with lighting effects applied.

FIG. 3 depicts a rendered image of a scene.

FIG. 4A depicts a computer-generated object rendered
using a first look.

FIG. 4B depicts a computer-generated object rendered
using a second look.

FIG. 5 depicts a schematic representation of a render setup
graph.

FIG. 6 depicts an exemplary process for rendering an
image using look-based partitioning in a dependency graph.

FIG. 7 depicts an exemplary workstation computer system.

DETAILED DESCRIPTION

The following description is presented to enable a person
of'ordinary skill in the art to make and use the various embodi-
ments. Descriptions of specific devices, techniques, and
applications are provided only as examples. Various modifi-
cations to the examples described herein will be readily
apparent to those of ordinary skill in the art, and the general
principles defined herein may be applied to other examples
and applications without departing from the spirit and scope
of the present technology. Thus, the disclosed technology is
not intended to be limited to the examples described herein
and shown, but is to be accorded the scope consistent with the
claims.

A computer-generated animation is typically created by
rendering a sequence of images, each image depicting a com-
puter-generated scene composed of one or more computer-
generated objects. Light sources, materials, textures, and
other visual effects are associated with the computer-gener-
ated objects to create a realistic visual appearance for the
computer-generated scene.
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FIG. 1 depicts an exemplary computer-generated scene
having multiple computer-generated objects positioned in a
three-dimensional space. For purposes of this discussion, a
computer-generated scene generally refers to the three-di-
mensional space that can be filmed using a virtual camera,
and may also be referred to generically as a scene. As shown
in FIG. 1, the scene 100 includes surface models of a teapot
151, a sphere 152, a cylinder 153, a cone 153, and a cube 154.
In a typical computer animation, the computer-generated
objects include one or more computer-animated characters
that have been posed or manipulated for purposes of gener-
ating a computer-animated film sequence. In this example,
the computer-generated objects are surface models defined
using surface geometry. In other examples, the computer-
generated objects may be defined using solid geometry or
defined using other three-dimensional modeling techniques.

As shown in FIG. 1, a virtual camera 104 is positioned to
view a portion of the scene 100. Typically, the virtual camera
104 has a field of view that is defined by a camera frustum that
projects away from the lens of the virtual camera 104. The
position of the virtual camera 104 and computer-generated
objects (151-154) in the scene 100 are typically determined
by a human operator, such as an animator or director.

As described in more detail below, lights and other visual
effects may also be applied to the scene 100 to give it a more
realistic appearance. FIG. 2 depicts the scene 100 with light-
ing effects applied to the computer-generated objects 151-
154. As shown in FIG. 2, the computer-generated objects
have been illuminated by a diffuse light source so that the
computer-generated objects 151-154 are illuminated from the
camera-side. Each computer-generated object 151-154 is
shaded in accordance with the diffuse light source and cast a
shadow on the floor and walls of the scene 100. The scene 100
is also illuminated by one or more ambient light sources to
provide an overall illumination lighting effect to the scene
100. Other light sources that can be used to illuminate the
scene 100 include, for example, point lights, spot lights, and
area lights.

FIG. 3 depicts a rendered image 101 of the portion of the
scene 100 in view of the virtual camera 104. The computer-
generated objects 151, 153, and 154 in FIG. 3 have been
rendered using multiple light sources and one or more types
of surface shaders for each computer-generated object to
produce a realistic-looking image of the scene 100. Surface
shaders are used to simulate the optical properties of the
surface of the computer-generated objects and define the
color, texture, specular properties, and other optical charac-
teristics of the surface of the computer-generated objects. A
surface shader may use, for example, a bidirectional reflec-
tance distribution function (BRDF) or other technique for
simulating the reflection of light incident on a computer-
generated surface. The surface shaders may also be used to
define a group of optical properties to simulate a material
(e.g., fur, skin, or metal). Typically, the configuration of the
light sources, surface shaders, and surface materials are con-
figurable for each computer-generated scene and may be
referred to generally as a lighting configuration.

As mentioned previously, an animated character may
change visual appearance as determined by the animator or
director. FIGS. 4A-B depict two different visual appearances
or “looks” for the same animated character, Alex the lion. In
FIG. 4A depicts a first look of Alex the lion with a brown-
colored mane. FIG. 4B depicts a second look for Alex the lion
with a purple-colored mane. There may be additional, differ-
ent looks for Alex the lion that include different clothing, hair
styles, levels of detail, or beauty. For example, a low-resolu-
tion “level-of-detail” look for Alex may be used for scenes
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where Alex is far from the camera and fine features, such as
fur or whiskers are too small to see. There may be multiple
level-of-detail looks, each look representing the appearance
of a character as viewed from a different distance. Addition-
ally, an animated character may have a “beauty” look that
defines a full-detail version of the animated character. A
beauty look may be appropriate when creating a cinema-
quality rendered image of the animated character. In many
cases, the different looks are created using different surface
geometry, surface shaders, and/or materials.

As previously mentioned, a lighting configuration may be
designated on an object-by-object basis or by set of objects in
a scene. For example, a spot-light light source may be asso-
ciated only with the main characters in the foreground of the
scene and may not illuminate other objects. Alternatively, an
ambient light might be associated with only the plants in the
scene and have no effect on the main characters. This
approach simplifies the computations required to render a
scene and also provides the animator or user with more flex-
ibility when configuring the visual effects in a scene. How-
ever, the additional flexibility can make it difficult to manage
a large number of computer-generated objects and their asso-
ciated visual effects. Managing a large number of associa-
tions may become even more difficult when the same com-
puter-generated objects (e.g., animated characters) have
multiple looks, each look having an association with various
visual effects.

In the implementations described herein, a dependency
graph is used to manage the associations between computer-
generated objects and visual effects. For purposes of this
discussion, a particular type of dependency graph, called a
render setup graph, is used to manage the associations
between computer-generated objects and visual effects used
to render the scene. FIG. 5 depicts an exemplary visualization
of'a render setup graph 200. The render setup graph 200 may
be displayed on a computer display and manipulated using a
graphical user interface and computer I/O hardware, as
described in more detail in Section 2, below. The render setup
graph 200 is generally configurable by an animator or user
and can be used to create multiple lighting scenarios for a
scene.

The render setup graph 200 typically accepts as input, a set
of computer-generated objects represented by assets located
in asset storage 202. In this implementation, one or more of
the assets corresponds to an animated character or computer-
generated object having multiple looks, or visual representa-
tions. As discussed above, each look may have different
geometry, clothing, materials, or level of detail. In this imple-
mentation, the multiple looks for an animated character or
computer-generated object are included in a single asset in the
render setup graph.

In the render setup graph 200, visual effects, such as light
sources, shaders, and materials are assigned to the assets at
various nodes 204A-E. In this example, the render setup
graph 200 is evaluated from left to right with each node
204 A-E assigning one or more visual effects to a set of assets,
each asset representing a computer-generated object in the
scene. Node wires 206 are used to pass assets and associated
visual effects between elements of the render setup graph
200. Assets and their associated visual effects can also be
routed by organizer nodes 210A-B configured to divide an
input set of assets into two or more subsets. Eventually, the
assets and their associated visual effects are passed to one of
the render nodes 208A-C. In this example, each render node
208A-C contains the completed lighting configuration and
can be stored or used to create a rendered image of the scene.
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Render setup graph 200 also includes a special type of node
called a look-selector node 212A-C. As described above, an
asset may have multiple looks corresponding to different
visual appearances of an animated character. As an asset
progresses through the render setup graph, only one look can
be active at a time. The look-selector node 212A-C selects
one of the multiple looks to be passed on as the active look to
subsequent nodes in the render setup graph.

Render setup graphs typically include other elements that
provide a variety of functions and operations on the assets as
they propagate through the elements. For example, a render
setup graph may also include splitter, combiner, and other
routing elements. These other elements are omitted from this
discussion and the example depicted in FIG. 5 for clarity. The
techniques discussed below also apply to render setup graphs
having additional elements or fewer elements to those
depicted in the render setup graph 200 of FIG. 5.

In general, a render setup graph can be used to define
multiple rendering passes for a scene. Each rendering pass
may combine a subset of partition assets with a unique group-
ing of visual effects. For example, a rendering pass may be
configured to render only the assets in the background of the
scene. A rendering pass may also be configured to render a
subset of partition assets using a simplified set of light sources
and shaders to reduce the rendering computations that are
necessary to compute the rendered image of the scene.

The render setup graph 200 depicted in FIG. 5 depicts three
exemplary rendering passes, as indicated by the presence of
three render nodes 208A-C. The lighting configurations for
each rendering pass are defined by the respective nodes
204A-E that are connected to each respective render node
208A-C by the node wires 206.

In some cases, it may be desirable to render the scene using
the same lighting configuration, but with different looks for
the computer-generated objects. For example, the same light-
ing configuration may be used for both a first, standard look of
an animated character for pre-production rendering purposes
and for a second, beauty look of a character for cinema-
quality rendering purposes. Without a look-selector node, the
entire portion of the render setup graph associated with a
particular render pass would have to be duplicated in order to
create the two rendered images: one portion of the graph for
the standard look, and a second portion of the graph for the
beauty look.

However, using a look-selector node, portions of the render
setup graph do not need to be re-setup or duplicated in order
to produce a rendered image with different looks for a com-
puter-generated object or animated character. As described in
more detail below with respect to process 1000, a look-selec-
tor node can be used to change the active look of a computer-
generated object to generate a rendered image of the scene
with animated characters having a different visual appear-
ance. As shown in FIG. 5, if the look-selector nodes 212A-C
are placed near their respective render nodes 208A-C, the
visual effects assigned by the upstream nodes (204A-B,
204D-E) can be re-used for different looks designated by the
downstream look-selector nodes 212A-C. As a result, the use
of look-selector nodes 212A-C may result in a simplified
render setup graph that is easier to manage and maintain.

1. Evaluating a Dependency Graph Using Look-Selector
Nodes

FIG. 6 depicts an exemplary process 1000 for evaluating a
dependency graph, such as a render setup graph. Process 1000
may be performed using a workstation computer system, as
described below with respect to FIG. 7 as part of a computer-
animation process. Exemplary process 1000 may be per-
formed, for example, after the computer-generated objects
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6

(e.g., animated characters) have been placed or posed in the
scene and stored as assets in a centralized storage database.
Process 1000 is typically performed before an image of the
scene has been rendered.

Process 1000 may provide advantages over other rendering
techniques that do not use a look-selector node. Specifically,
process 1000 may reduce the complexity and redundancy in a
render setup graph by reusing a lighting configuration for
objects having different looks. Using process 1000, the direc-
tor or animator may establish the lighting configuration for a
rendering pass of a scene once, and reuse the configuration to
render animated characters having different visual appear-
ances.

Process 1000 is typically practiced while computing a ren-
dering pass of a computer-generated scene for an animated
film sequence using a dependency graph. For purposes of the
following discussion, examples of process 1000 are provided
with respect to a look-selector node of a render setup graph.
Reference is made to FIG. 5 depicting a render setup graph
200 including look selector nodes 212A, 212B, and 212C. In
other implementations, the look-selector nodes or the func-
tions performed by the look-selector nodes could be com-
bined with other nodes of the render setup graph.

In operation 1002, a dependency graph is accessed. FIG. 5
depicts one type of dependency graph, namely a render setup
graph 200. As discussed above, the render setup graph 200
includes a plurality of nodes 204A-E, 210A-B, 212A-C and
208A-C that are interconnected using node wires 206. The
nodes 204 A-E may associate one or more visual effects (e.g.,
lighting or materials) with a set of assets representing com-
puter-generated objects in the scene. The assets and associ-
ated visual effects are passed between the interconnected
nodes via the node wires 206.

As described above with respect to FIG. 5, look-selector
nodes 212A-C are used to select or designate an active look
that can be passed to downstream elements of the render setup
graph. Using one or more look-selector nodes, a render setup
graph can be configured to render an animated character
having multiple looks using a single rendering pass repre-
sented by one of the render node 208A-C.

In operation 1004, an asset is accessed at a look-selector
node. With reference to the render setup graph in FIG. 5, an
asset is accessed at an input of one of the look-selector nodes
212A-C. In this example, the asset is accessed as a set of
assets at an input of one of the look-selector nodes 212A-C
via one or more node wires 206. The asset represents a com-
puter-generated object, such as an animated character. In this
example, the asset includes multiple looks for the computer-
generated object, each look corresponding to a different
visual appearance of the computer-generated object when
rendered in an image. With reference to the animated charac-
ter Alex the lion depicted in FIG. 4A-B, the asset that repre-
sents Alex the lion includes at least two different looks: a first
look with a brown-colored mane and a second look with a
purple-colored mane.

The other assets in the set of assets typically represent other
computer-generated objects in the scene. These other assets
may also include multiple looks for each of the other com-
puter-generated objects. In many cases, multiple assets in the
set have at least two looks: a first, standard look used for
pre-production rendering purposes and a second, beauty look
used for cinema-quality rendering purposes.

As shown in FIG. 5, the look-selector nodes 212A-C are
downstream of at least one or more nodes (204A-B, 204D-E)
used to assign visual effect to the assets that are passed
through the render setup graph. In this example, the visual
effects are associated with each of the looks of an asset as it is
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passed through a respective node 204A-E of the dependency
graph. In this way, the same lighting configuration can be
applied to different looks of an asset at the same time. With
regard to operation 1004, the visual effects that have been
associated with the assets as they are passed through the
render setup graph are also typically received at the look-
selector node 212A-C.

In operation 1006, an active look is selected at the look-
selector node. The active look corresponds to a visual appear-
ance of the computer-generated object that is to be included in
the rendered image. For example, in the scenario if a pre-
production rendering pass is being performed, the look-se-
lector node may be configured to select a standard look of the
asset as the active look. Alternatively, if a cinema-quality
rendering pass is being performed, the look selector node may
be configured to select a beauty look of the asset as the active
look.

In many cases, the look-selector node also selects an active
look for the other assets of the set of assets that are received at
the look-selector node. The active look that is selected for the
other assets may correspond to each other. For example, in the
case where a cinema-quality rendering pass is being per-
formed, the look selector node may be configured to select a
beauty look as the active look for each of the assets having a
beauty look.

It is not necessary that the active look for of all the assets be
set to the same active look. For example, the beauty look may
be selected for one of the assets, which is being inspected for
detail flaws in the rendering pass. A low resolution level-of-
detail may be selected for the other assets to reduce the
processing load when computing the rendered image (in
operation 1010, below). With reference to Alex the lion
depicted in FIG. 4B, the first look corresponding the Alex
with a purple-colored mane may be selected only for the asset
that represents Alex the lion. The other assets may not have a
look that corresponds to a different colored mane and may not
be affected by the look-selector node.

The look-selector node may be configurable to select a
different look based on a user input. Additionally or alterna-
tively, the look-selector node may be configurable to select a
different look depending on a value or setting that is stored in
computer memory. In another embodiment, the type of look
that is selected by the look-selector is not configurable. In this
case, different look-selector nodes must be swapped into the
render setup graph in order the change the type of look that is
selected.

In operation 1008, the active look of the asset is passed to
the next node in the render setup graph. With reference to FIG.
5, the active look selected by, for example, look-selector node
212A passed to the next downstream node 208A via node
wire 206. Visual effects that have already been associated
with the set of partition assets by, for example, upstream
nodes 204 A and 204B, are also passed to the next node in the
render setup graph.

In some cases, downstream nodes may assign additional
visual effects to the set of assets that are passed from the
look-selector node. For example, as shown in FIG. 5, assets
passed from look-selector node 212B are passed to node
204C, which may assign additional visual effects to the
assets. In contrast to node 204 A that is upstream of the look-
selector nodes 212B, the downstream node 204C only assigns
visual effects to the active look of the assets. As discussed
above, the nodes that are upstream of a look-selector node
typically assign visual effects to all of the looks of an asset.

In operation 1010, a rendered image is computed. As
shown in FIG. 5, the assets and associated visual effects are
eventually passed to a respective render node 208A-C. Each
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render node 208 A-C corresponds to a different rendering pass
and can each be used to produce a rendered image. In this
example, the information received at one of the render nodes
208A-C can then be passed to a rendering process to compute
a rendered image. Computing a rendered image may include
performing one or more processes on the assets using the
selected visual effect(s) based on the dependency graph. The
external processes may include any process, such as render-
ing, shading, rasterizing, or the like that the animator, lighter,
or other user may want to perform on the objects used by the
dependency graph.

FIGS. 4A-B depict two exemplary images that may be
produced using process 1000. FIG. 4A depicts an exemplary
rendered image depicting Alex the lion using a first look. As
shown in FIG. 4A, the first look for Alex corresponds to a
visual appearance including a brown-colored mane. FIG. 4B
depicts another exemplary image depicting Alex the lion
using a second look. As shown in FIG. 4B, the second look for
Alex corresponds to a visual appearance including a purple-
colored mane.

In other examples, a rendered image can be created using
an active look that is different than the two depicted in FIGS.
4A and 4B. For example a low-resolution level-of-detail look
or beauty look could also be used to compute a rendered
image. As mentioned above, other looks may depict different
clothing, hair styles, or other visual appearances for the ani-
mated character.

In a typical implementation, multiple rendered images are
created having the animated character in different positions.
Process 1000 may be repeated to create each rendered image.
The rendered images may be used to create an animated film
sequence of the scene including the animated characters and
other computer-generated objects represented by the assets in
the render setup graph.

2. Workstation Computer System

FIG. 7 depicts an exemplary workstation computer system
2000 that can be used to implement the render setup graph and
techniques discussed above. The render setup graph can be
implemented, for example, in either hardware or in software
stored on a non-transitory computer-readable storage
medium. The system can be configured to generate, modify,
and evaluate the render setup graph to configure and manage
lighting configuration data as well as external processes used
to render a computer-generated image. The system can be
further configured to receive input from a user and to display
graphics, an image, or scene of an animation based on the
render setup graph.

The workstation computer system 2000 can be configured
to receive user input from an input device 2020. The input
device 2020 can be any device that receives input from the
user and transmits it to the workstation computer system
2000. For example, the input device 2020 can be a keyboard,
a mouse, atablet, a stylus, or the like. Those skilled in the art
will recognize that other types of input devices can also be
used.

The workstation computer system 2000 can be configured
to output graphics, images, or animation to a display device
2030. The display device 2030 can include any device that
receives data from the workstation computer system and pre-
sents the data to the user. For example, the display device
2030 may include a liquid crystal display, a set of light-
emitting diodes, a projector, or the like. Those skilled in the
art will recognize that other types of output devices can also
be used.

The workstation computer system 2000 may further
include a central processing unit 2002. The central processing
unit may include one or more processing cores. The central
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processing unit 2002 may be coupled to and able to commu-
nicate with the input device 2020. Although the workstation
computer system 2000 is illustrated with one central process-
ing unit 2002, the workstation computer system 2000 may
include multiple processing units. The workstation computer
system 2000 may also include a graphics processing unit
2004. The graphics processing unit 2004 may be dedicated to
processing graphics-related data. The graphics processing
unit 2004 may include a single processing core or multiple
processing cores. Although the workstation computer system
2000 is illustrated with one graphics processing unit 2004, the
workstation computer system 2000 may include a plurality of
graphics processing units. The central processing unit 2002
and/or the graphics processing unit 2004 may be coupled to
and able to communicate data to the output device 2030.

In one example, the workstation computer system 2000
may include one or more processors and instructions stored in
a non-transitory computer-readable storage medium, such as
amemory or storage device, that when executed by the one or
more processors, perform animation rendering using a render
setup graph, as described above. In the context of the embodi-
ments described herein, a “non-transitory computer-readable
storage medium” can be any medium that can contain or store
the program for use by or in connection with the instruction
execution system, apparatus, or device. The non-transitory
computer readable storage medium can include, but is not
limited to, an electronic, magnetic, optical, electromagnetic,
infrared, or semiconductor system, apparatus or device, a
portable computer diskette (magnetic), a random access
memory (RAM) (magnetic), a read-only memory (ROM)
(magnetic), an erasable programmable read-only memory
(EPROM) (magnetic), a portable optical disc such a CD,
CD-R, CD-RW, DVD, DVD-R, or DVD-RW, or flash
memory such as compact flash cards, secured digital cards,
USB memory devices, memory sticks, and the like.

The workstation computer system 2000 may include vola-
tile memory 2006, which is a non-transitory computer-read-
able storage medium, in communication with the central pro-
cessing unit 2002. The volatile memory 2006 may include,
for example, random access memory, such as dynamic ran-
dom access memory or static random access memory, or any
other type of volatile memory. The volatile memory 2006
may be used to store data or instructions during the operation
of the workstation computer system 2000. Those skilled in
the art will recognize that other types of volatile memory can
also be used.

The workstation computer system 2000 may also include
non-volatile memory 2008, which is a non-transitory com-
puter-readable storage medium, in communication with the
central processing unit 2002. The non-volatile memory 2008
may include flash memory, hard disks, magnetic storage
devices, read-only memory, or the like. The non-volatile
memory 2008 may be used to store animation data, render
setup graph data, computer instructions, or any other infor-
mation. Those skilled in the art will recognize that other types
of non-volatile memory can also be used.

The workstation computer system 2000 is not limited to the
devices, configurations, and functionalities described above.
For example, although a single volatile memory 2006, non-
volatile memory 2008, central processing unit 2002, graphics
processing unit 2004, input device 2020, and output device
2030 are illustrated, a plurality of any of these devices can be
implemented internal or external to the workstation computer
system 2000. In addition, the workstation computer system
2000 may include a network access device for accessing
information on a network, such as an internal network or the
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Internet. Those skilled in the art will recognize that other
configurations of the workstation computer system 2000 can
be used.

Various exemplary embodiments are described herein.
Reference is made to these examples in a non-limiting sense.
They are provided to illustrate more broadly applicable
aspects of the disclosed technology. Various changes may be
made and equivalents may be substituted without departing
from the true spirit and scope of the various embodiments. In
addition, many modifications may be made to adapt a par-
ticular situation, material, composition of matter, process,
process act(s), or step(s) to the objective(s), spirit, or scope of
the various embodiments. Further, as will be appreciated by
those with skill in the art, each of the individual variations
described and illustrated herein has discrete components and
features that may be readily separated from or combined with
the features of any of the other several embodiments without
departing from the scope or spirit of the various embodi-
ments.

What is claimed is:

1. A computer-implemented method, performed using one
or more processors, for computing a rendered image of a
computer-generated object in a computer-generated scene,
the method comprising:

accessing, using the one or more processors, a dependency

graph, the dependency graph comprising a plurality of
interconnected nodes, wherein one ofthe interconnected
nodes includes a look-selector node;

accessing, using the one or more processors, an asset at an

input of the look-selector node, wherein the asset
includes a plurality of looks for the computer-generated
object, each look of the plurality of looks corresponding
to a different visual appearance of the computer-gener-
ated object;

selecting, using the one or more processors, at the look-

selector node, an active look from the plurality of looks;
passing, using the one or more processors, the active look
to a next node of the dependency graph; and
computing, using the one or more processors, the rendered
image of the computer-generated object having a visual
appearance that corresponds to the active look.

2. The computer-implemented method of claim 1, wherein
the selected look includes unique surface geometry that is not
included in the other looks of the plurality of looks.

3. The computer-implemented method of claim 1, wherein
the selected look includes unique surface shading detail that is
not included in the other looks of the plurality of looks.

4. The computer-implemented method of claim 1, wherein
one or more nodes of the plurality of nodes assigns a visual
effect to the asset.

5. The computer-implemented method of claim 1, wherein
the visual effect is a virtual light source.

6. The computer-implemented method of claim 1, further
comprising:

assigning a visual effect to the asset at an upstream node

that precedes the look-selector node in the dependency
graph, wherein the visual effect is assigned to each look
of the plurality of looks of the asset.

7. The computer-implemented method of claim 1, further
comprising:

assigning a visual effect to the asset at a downstream node

that follows the look-selector node in the dependency
graph, wherein the visual effect is assigned only to the
active look of the plurality of looks of the asset.
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8. The computer-implemented method of claim 1, wherein
the next node is a render node and the render node is used to
compute the rendered image of the computer-generated
scene.

9. The computer-implemented method of claim 1, wherein
the dependency graph includes two or more look-selector
nodes, each look-selector node passing a different active look
to a respective render node that is downstream from the look-
selector node in the dependency graph.

10. A tangible, non-transitory computer-readable storage
medium comprising computer-executable instructions for
computing a rendered image of a computer-generated object
in a computer-generated scene, the computer-executable
instructions comprising instructions for:

accessing a dependency graph, the dependency graph com-

prising a plurality of interconnected nodes, wherein one
of the interconnected nodes includes a look-selector
node;

accessing an asset at an input of the look-selector node,

wherein the asset includes a plurality of looks for the
computer-generated object, each look of the plurality of
looks corresponding to a different visual appearance of
the computer-generated object;

selecting, at the look-selector node, an active look from the

plurality of looks;

passing the active look to a next node of the dependency

graph; and

computing the rendered image of the computer-generated

object having a visual appearance that corresponds to
the active look.

11. The computer-readable storage medium of claim 10,
wherein the selected look includes unique surface geometry
that is not included in the other looks of the plurality oflooks.

12. The computer-readable storage medium of claim 10,
wherein the selected look includes unique surface shading
detail that is not included in the other looks of the plurality of
looks.

13. The computer-readable storage medium of claim 10,
further comprising:

assigning a visual effect to the asset at an upstream node

that precedes the look-selector node in the dependency
graph, wherein the visual effect is assigned to each look
of the plurality of looks of the asset.

14. The computer-readable storage medium of claim 10,
further comprising:

assigning a visual effect to the asset at a downstream node

that follows the look-selector node in the dependency
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graph, wherein the visual effect is assigned only to the
active look of the plurality of looks of the asset.

15. The computer-readable storage medium of claim 10,
wherein the next node is a render node and the render node is
used to compute the rendered image of the computer-gener-
ated scene.

16. The computer-readable storage medium of claim 10
wherein the dependency graph includes two or more look-
selector nodes, each look-selector node passing a different
active look to a respective render node that is downstream
from the look-selector node in the dependency graph.

17. An apparatus for computing a rendered image of a
computer-generated object in a computer-generated scene,
the apparatus comprising:

a memory configured to store data; and

a computer processor configured to:

access a dependency graph, the dependency graph com-
prising a plurality of interconnected nodes, wherein
one of the interconnected nodes includes a look-se-
lector node;

access an asset at an input of the look-selector node,
wherein the asset includes a plurality of looks for the
computer-generated object, each look of the plurality
of looks corresponding to a different visual appear-
ance of the computer-generated object;

select, at the look-selector node, an active look from the
plurality of looks;

pass the active look to a next node of the dependency
graph; and

compute the rendered image of the computer-generated
object having a visual appearance that corresponds to
the active look.

18. The apparatus of claim 17, wherein the computer pro-
cessor is further configured to:

assign a visual effect to the asset at an upstream node that

precedes the look-selector node in the dependency
graph, wherein the visual effect is assigned to each look
of the plurality of looks of the asset.

19. The apparatus of claim 17, wherein the computer pro-
cessor is further configured to:

assign a visual effect to the asset at a downstream node that

follows the look-selector node in the dependency graph,
wherein the visual effect is assigned only to the active
look of the plurality of looks of the asset.

20. The apparatus of claim 17, wherein the next node is a
render node and the render node is used to compute the
rendered image of the computer-generated scene.
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